# Задачи от Яндекса

# Часть 1

# A. Покраска деревьев

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вася и Маша участвуют в субботнике и красят стволы деревьев в белый цвет. Деревья растут вдоль улицы через равные промежутки в 1 метр. Одно из деревьев обозначено числом ноль, деревья по одну сторону занумерованы положительными числами 1,2 и т.д., а в другую — отрицательными −1,−2 и т.д.

Ведро с краской для Васи установили возле дерева P, а для Маши — возле дерева Q. Ведра с краской очень тяжелые и Вася с Машей не могут их переставить, поэтому они окунают кисть в ведро и уже с этой кистью идут красить дерево. Краска на кисти из ведра Васи засыхает, когда он удаляется от ведра более чем на V метров, а из ведра Маши — на M метров. Определите, сколько деревьев может быть покрашено.

## Формат ввода

В первой строке содержится два целых числа P и V — номер дерева, у которого стоит ведро Васи и на сколько деревьев он может от него удаляться.

В второй строке содержится два целых числа Q и M — аналогичные данные для Маши.

Все числа целые и по модулю не превосходят 108.

## Формат вывода

Выведите одно число — количество деревьев, которые могут быть покрашены.

## Пример

| **Ввод** Скопировать ввод | **Вывод**Скопировать вывод |
| --- | --- |
| 0 7  12 5 | 25 |

# B. Футбольный комментатор

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Раунд плей-офф между двумя командами состоит из двух матчей. Каждая команда проводит по одному матчу «дома» и «в гостях». Выигрывает команда, забившая большее число мячей. Если же число забитых мячей совпадает, выигрывает команда, забившая больше мячей «в гостях». Если и это число мячей совпадает, матч переходит в дополнительный тайм или серию пенальти.

Вам дан счёт первого матча, а также счёт текущей игры (которая ещё не завершилась). Помогите комментатору сообщить, сколько голов необходимо забить первой команде, чтобы победить, не переводя игру в дополнительное время.

## Формат ввода

В первой строке записан счёт первого мачта в формате *G1:G2*, где *G1* — число мячей, забитых первой командой, а *G2* — число мячей, забитых второй командой.

Во второй строке записан счёт второго (текущего) матча в аналогичном формате. Все числа в записи счёта не превышают *5*.

В третьей строке записано число *1*, если первую игру первая команда провела «дома», или *2*, если «в гостях».

## Формат вывода

Выведите единственное целое число "— необходимое количество мячей.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 0:0  0:0  1 | 1 |

### Пример 2

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| 0:2  0:3  1 | 5 |

### Пример 3

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| 0:2  0:3  2 |  |

C. Форматирование файла

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Петя - начинающий программист. Сегодня он написал код из n строк.

К сожалению оказалось, что этот код трудно читать. Петя решил исправить это, добавив в различные места пробелы. А точнее, для i-й строки ему нужно добавить **ровно**ai пробелов.

Для добавления пробелов Петя выделяет строку и нажимает на одну из трёх клавиш: Space, Tab, и Backspace. При нажатии на Space в строку добавляется один пробел. При нажатии на Tab в строку добавляются четыре пробела. При нажатии на Backspace в строке удаляется один пробел.

Ему хочется узнать, какое наименьшее количество клавиш придётся нажать, чтобы добавить необходимое количество пробелов в каждую строку. Помогите ему!

Формат ввода

Первая строка входных данных содержит одно целое положительное число n(1≤n≤105) – количество строк в файле.

Каждая из следующих n строк содержит одно целое неотрицательное число ai(0≤ai≤109) – количество пробелов, которые нужно добавить в i-ю строку файла.

Формат вывода

Выведите одно число – минимальное количество нажатий, чтобы добавить в каждой строке необходимое количество пробелов.

Пример

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| 5  1  4  12  9  0 | 8 |

Примечания

В примере можно:

* 1 раз нажать на Space в первой строке.
* 1 раз нажать на Tab на второй строке.
* 3 раза нажать на Tab в третьей строке.
* 2 раза нажать на Tab и один раз нажать на Space в четвёртой строке.
* Ничего не нажимать в пятой строке.

В итоге получается 1+1+3+3=8 нажатий. Можно доказать, что нельзя добавить необходимое количество пробелов за 7 нажатий или меньше.

# D. Слоны и ладьи

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

На шахматной доске стоят слоны и ладьи, необходимо посчитать, сколько клеток не бьется ни одной из фигур.

Шахматная доска имеет размеры 8 на 8. Ладья бьет все клетки горизонтали и вертикали, проходящих через клетку, где она стоит, до первой встретившейся фигуры. Слон бьет все клетки обеих диагоналей, проходящих через клетку, где он стоит, до первой встретившейся фигуры.

## Формат ввода

В первых восьми строках ввода описывается шахматная доска. Первые восемь символов каждой из этих строк описывают состояние соответствующей горизонтали: символ B (заглавная латинская буква) означает, что в клетке стоит слон, символ R — ладья, символ \* — что клетка пуста. После описания горизонтали в строке могут идти пробелы, однако длина каждой строки не превышает 250 символов. После описания доски в файле могут быть пустые строки.

## Формат вывода

Выведите количество пустых клеток, которые не бьются ни одной из фигур.

### Пример 1

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*R\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\* | 49 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*B\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\* | 54 |

### Пример 3

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| \*\*\*\*\*\*\*\*  \*R\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*B\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\*  \*\*\*\*\*\*\*\* | 40 |

# E. Прибыльный стартап

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

k друзей организовали стартап по производству укулеле для кошек. На сегодняшний день прибыль составила n рублей. Вы, как главный бухгалтер компании, хотите в каждый из ближайших d дней приписывать по одной цифре в конец числа, выражающего прибыль. При этом в каждый из дней прибыль должна делиться на k.

## Формат ввода

В единственной строке входных данных через пробел записаны три числа: n,k,d — изначальная прибыль, количество учредителей компании и количество дней, которое вы собираетесь следить за прибылью (1≤n,k≤109,1≤d≤105). **НЕ** гарантируется, что n делится на k.

## Формат вывода

Выведите одно целое число x — прибыль компании через d дней. Первые цифры числа x должны совпадать с числом n. Все префиксы числа x, которые длиннее числа n на 1,2,…,d цифр, должны делиться на k. Если возможных ответов несколько, выведите любой из них. Если ответа не существует, выведите −1.

### Пример 1

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| 21 108 1 | 216 |

### Пример 2

| **Ввод** Скопировать ввод | **Вывод** Скопировать вывод |
| --- | --- |
| 5 12 4 | -1 |

## Примечания

В первом тестовом примере всего один день нужно следить за прибылью. Можно дописать цифру 6 в конец числа 21 и получить прибыль, делящуюся на 108.

Во втором тестовом примере мы в первый же день не можем получить прибыль, делящуюся на k, какая бы цифра не была дописана у числу n, поэтому ответа не существует.

# F. Миша и математика

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Миша сидел на занятиях математики в Высшей школе экономики и решал следующую задачу: дано n целых чисел и нужно расставить между ними знаки + и × так, чтобы результат полученного арифметического выражения был нечётным (например, между числами 5, 7, 2, можно расставить арифметические знаки следующим образом: 5×7+2=37). Так как примеры становились все больше и больше, а Миша срочно убегает в гости, от вас требуется написать программу решающую данную задачу.

## Формат ввода

В первой строке содержится единственное число n (2≤n≤105). Во второй строке содержится n целых чисел ai, разделённых пробелами (−109≤ai≤109). Гарантируется, что решение существует.

## Формат вывода

В одной строке выведите n−1 символ + или ×, в результате применения которых получается нечётный результат. (Для вывода используйте соответственно знаки «+» (ASCII код—43) и «x» (ASCII код—120), без кавычек).

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  5 7 2 | x+ |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  4 -5 | + |

# G. Разрушить казарму

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вы играете в интересную стратегию. У вашего соперника остались всего одна казарма — здание, в котором постоянно появляются новые солдаты. Перед атакой у вас есть *x* солдат. За один раунд каждый солдат может убить одного из солдат противника или нанести 1 очко урона казарме (вычесть единицу здоровья у казармы). Изначально у вашего оппонента нет солдат. Тем не менее, его казарма имеет *y* единиц здоровья и производит *p* солдат за раунд.

Ход одного раунда:

1. Каждый солдат из вашей армии либо убивает одного из солдат вашего противника, либо наносит 1 очко урона казарме. Каждый солдат может выбрать своё действие. Когда казарма теряет все свои единицы здоровья, она разрушается.
2. Ваш противник атакует. Он убьет *k* ваших солдат, где *k* — количество оставшихся у противника солдат.
3. Если казармы еще не разрушены, ваш противник производит *p* новых солдат.

Ваша задача — разрушить казарму и убить всех солдат противника. Если это возможно, посчитайте минимальное количество раундов, которое вам нужно для этого. В противном случае выведите *-1*.

## Формат ввода

На вход подаётся три целых числа *x*, *y*, *p* (*1 ≤ x, y, p ≤ 5000*) — количество ваших солдат на старте игры, количество очков здоровья казармы и количество производимых за раунд казармой солдат, соответственно. Каждое число расположено в новой строке.

## Формат вывода

Если возможно убить всех вражеских солдат и разрушить казарму, выведите минимальное количество раундов, необходимых для этого. В противном случае выведите *-1*.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 10  11  15 | 4 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1  2  1 | -1 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1  1  1 | 1 |

### Пример 4

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 25  200  10 | 13 |

## Примечания

В первом примере в первом раунде сначала все ваши солдату атакуют казарму, после этого не происходит ничего, потому что у врага нет солдат, затем у врага появляется *15* солдат. Во втором раунде один ваш солдат добивает казарму, остальные *9* солдат убивают *9* солдат врага. Оставшиеся *6* солдат врага убивают *6* ваших солдат, но армия врага не пополняется, поскольку казарма разрушена. В третьем раунде сначала вы убиваете четверых солдат врага, затем враг двоих ваших солдат. В последнем, четвертом, раунде вы добиваете двух оставшихся солдат врага.

# H. Забег по стадиону

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Стадион представляет собой окружность **длиной**L метров, на которой отмечена точка старта. По стадиону бегают Кирилл и Антон. У каждого мальчика есть своя точка старта (она представляет собой расстояние в метрах от старта, отсчитанное по часовой стрелке) и своя скорость в метрах в секунду (положительная скорость означает, что мальчик бежит по часовой стрелке, отрицательная — что бежит против часовой, а нулевая — что он стоит на месте).

Вам нужно сказать, через какое минимальное время мальчики окажутся на одинаковом расстоянии от точки старта. Обратите внимание, что в этот момент они могли находиться в разных точках. Расстоянием от точки A до точки B называется минимальное из расстояний, которое нужно пробежать из точки A по или против часовой стрелки, чтобы оказаться в B.

## Формат ввода

В единственной строке вводится 5 целых чисел L,x1,v1,x2,v2 (1≤L≤109, 0≤x1,x2<L, ∣∣v1∣∣,∣∣v2∣∣≤109) — длины стадиона в метрах, начальная точка Кирилла, скорость Кирилла, начальная точка Антона, скорость Антона.

## Формат вывода

В первой строке выведите слово «YES», если случится момент, когда мальчики будут на одинаковом расстоянии от старта, или «NO», если такого момента не произойдёт.

Если ответ «YES», то во второй строке выведите одно вещественное число — через какое минимальное количество времени мальчики окажутся на одинаковом расстоянии от старта.

Вы можете выводить каждую букву в любом регистре (строчную или заглавную). Например, строки «yEs», «yes», «Yes» и «YES» будут приняты как положительный ответ.

Ваш ответ будет считаться правильным, если его абсолютная или относительная ошибка не превосходит 10−9.

Формально, пусть ваш ответ равен a, а ответ жюри равен b. Ваш ответ будет зачтен, если и только если |a−b|max(1,|b|)≤10−9.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 6 3 1 1 1 | YES  1.0000000000 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 12 8 10 5 20 | YES  0.3000000000 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5 0 0 1 2 | YES  2.0000000000 |

### Пример 4

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 10 7 -3 1 4 | YES  0.8571428571 |

## Примечания

В первом тесте Кирилл изначально находится в точке 3 и бежит по часовой стрелке со скоростью 1. Антон находится в точке 1 и также бежит по часовой стрелке со скоростью 1. Через 1 секунду мальчики окажутся в точках 4 и 2 соответственно. Обе эти точки расположены на расстоянии 2 метра от старта (точки 0, совпадающей с точкой 6). Можно показать, что до этого они всегда находились на разном расстоянии от старта. Значит, ответ — 1.

Во втором тесте оба мальчика окажутся в точке 11 через 0.3 секунды.

В третьем Антон прибежит к Кириллу в точку 0 за 2 секунды.

# I. Расписание

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Как же Илье надоело учиться! Сначала школа, потом университет... Вот, наконец, наступил тот долгожданный день, когда Илье утром не надо ехать на учебу. Но, к несчастью для Ильи, оказалось, что после окончания университета начинается самое трудное — надо устраиваться на работу.

Во всемирно известной фирме «Goondex», в которую устроился Илья, принято очень много работать, в частности, для сотрудников установлена шестидневная рабочая неделя. Но, в качестве бонуса, «Goondex» каждый год предлагает своим сотрудникам выбрать любой день недели в качестве выходного. В свою очередь, оставшиеся шесть дней недели будут рабочими.

Илья сообразил, что с учётом государственных праздников (которые всегда являются выходными) с помощью правильного выбора выходного дня недели можно варьировать количество рабочих дней в году. Теперь он хочет знать, какой день недели ему следует выбрать в качестве выходного, чтобы отдыхать как можно больше дней в году, или, наоборот, демонстрировать чудеса трудолюбия, работая по максимуму.

## Формат ввода

В первой строке входных данных находится одно целое число *N* (*0 ≤ N ≤ 366*) — количество государственных праздников.

Во второй строке содержится одно целое число *year* (*1800 ≤ year ≤ 2100*) — год, в который необходимо помочь Илье.

В каждой из последующих *N* строк расположено по паре чисел *day* *month* (*day* — целое число, *month* — слово, между *day* и *month* ровно один пробел), обозначающих, что день *day* месяца *month* является государственным праздником.

В последней строке расположено слово ![https://contest.yandex.ru/testsys/tex/render/ZGF5XF9vZlxfd2Vlaw==.png](data:image/png;base64,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) — день недели первого января в год *year*.

Гарантируется, что все даты указаны корректно (в том числе указанный день недели первого января действительно является днём недели первого января соответствующего года *year*) и все дни государственных праздников различны.

## Формат вывода

Выведите через пробел два дня недели — лучший и худший варианты дней недели для выходного (то есть дни недели, для которых достигается соответственно максимальное и минимальное количество выходных дней в году). Если возможных вариантов ответа несколько, выведите любой из них.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  2015  1 January  8 January  Thursday | Monday Thursday |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  2013  1 January  8 January  15 January  Tuesday | Monday Tuesday |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  2013  6 February  13 February  20 February  Tuesday | Tuesday Wednesday |

## Примечания

Рассмотрим подробно **третий пример**.

2013 год начинается и заканчивается во вторник (Tuesday), при этом на вторник приходится *53* дня года, а на все остальные дни недели –— по *52* дня. Все три государственных праздника выпадают на среду (Wednesday). Если Илья выберет в качестве выходного дня вторник, то в году у него будет *53 + 3 = 56* выходных дней (*53* вторника и *3* государственных праздника). Если Илья выберет в качестве выходного дня среду, то у него будет только *52* выходных дня. Если же Илья выберет в качестве выходного дня любой другой день недели, то у него будет *52 + 3 = 55* выходных дней.

Таким образом, лучший вариант для выходного дня — вторник, худший — среда, и **единственным** правильным ответом в данном примере является Tuesday Wednesday.

Соответствие названий месяцев и дней недели в английском и русском языках:

# J. Форматирование документа

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вася пишет новую версию своего офисного пакета "Closed Office". Недавно он начал работу над редактором "Dword", входящим в состав пакета.

Последняя проблема, с которой столкнулся Вася — размещение рисунков в документе. Он никак не может добиться стабильного отображения рисунков в тех местах, в которые он их помещает. Окончательно отчаявшись написать соответствующий модуль самостоятельно, Вася решил обратиться за помощью к вам. Напишите программу, которая будет осуществлять размещение документа на странице.

Документ в формате редактора "Dword" представляет собой последовательность абзацев. Каждый абзац представляет собой последовательность элементов – слов и рисунков. Элементы одного абзаца разделены пробелами и/или переводом строки. Абзацы разделены пустой строкой. Строка, состоящая только из пробелов, считается пустой.

Слово — это последовательность символов, состоящая из букв латинского алфавита, цифр, и знаков препинания: ".", ",", ":", ";", "!", "?", "-", "'".

Рисунок описывается следующим образом: "(**image** image parameters)". Каждый параметр рисунка имеет вид "имя=значение". Параметры рисунка разделены пробелами и/или переводом строки. У каждого рисунка обязательно есть следующие параметры:

width — целое положительное число, ширина рисунка в пикселях height — целое положительное число, высота рисунка в пикселях layout — одно из следующих значений: embedded (в тексте), surrounded (обтекание текстом), floating (свободное), описывает расположение рисунка относительно текста

Документ размещается на бесконечной вверх и вниз странице шириной *w* пикселей (разбиение на конечные по высоте страницы планируется в следующей версии редактора). Одна из точек на левой границе страницы условно считается точкой с ординатой равной нулю. Ордината увеличивается вниз.

Размещение документа происходит следующим образом. Абзацы размещаются по очереди. Первый абзац размещается так, что его верхняя граница имеет ординату 0.

![https://contest.yandex.ru/testsys/statement-image?imageId=b6b741a0d823f61242a2389761b2fd673b464953954e7e227db1ab2135c2642f](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASsAAADjCAMAAADqtsLrAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAAAYUExURWRkZM3Nzefn56+vr5KSkv////X19QAAALIMOKQAAAAGdFJOU///////ALO/pL8AAAOwSURBVHja7NvheqsgDIDhBAi5/zs+glZZa4s76zmz8uWH3VzdY98nxIBWjDgaAgFWWGGFFVZYEVhhhRVWWNVw/5AP+aYTlZ+cwYdgvetEscIKK6ywwgorrLDCCiussMLql62SSDbLKViWhNWriGquZjptgjhWLyJLZbLkU3KpYPUiVGcmKWcUsOpklqdlYxqxep1Zt3I1DcSA1eviXoZg9GDvvmNyxZ7Bb5v3DsFrjsFQuoXw5sp+zb5dZepGo0jKWDHHwQqrf2B1arD55E5i5X52q+n0sPrWKZ7G6hOCvPqovDp/bfdT9QxntqK/ohfFCiussMIKK6ywwgorrLDC6pessnbfrhmrSiX9Jy6CZKzKj3Nalbu/9wlW9s07m6fIBraKsrzkKcPiHVUoKVV3pohVnvMm1Oef1NvhGLz6zI/76DoKx7W6pVUFWXRuf5rllp1rzo1rtRDMTwBnb6+P4rnZmWR0q+zaWNmdlTU71fPgVrcK5d6+2Jdf5tewqF7Zav+AzSoftNoycIp8WaudQ2St33bQyuYSH+r/ixe2ejjq3qpfrxYr9QGiZ5V3roNLz9Ba5ToG9dJ51alXL/orXZAWoHjt2u7962DTt4eYd/r2Qa6DR/qrZj4o60CMzXyQ/qqZuui2pCCP6wzrZIj54NMFm2bnIPPB+s2EaRN31hn8YaUv732TNvgY6wxlPUUkWdpcmvWrB5m01xGMsn5Vlp7SVMRlWwl+XBfdZOMutw1hVT98Kdh5tySFQ+vtYQyrx9nL1/IdDtzHCTaOld5Nd7k/+Dxi7TkzVr3Iy9xYI1a9y6CHulbQ3hDF6sn4m3qrIF+/I4vVX8xxsMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6ywwgorrLDCCiussMIKK6zGtrIPoXrbif7IysYKrLDCCiussMIKK6ywwgorrLDCCiussMJqcCufA6snkUTy9KIRq15ENddyjGyJhdVuZDEtVsHjakW92o+glnwag7EmF1a9d6d1CFYsroNPQ5tyhVWnuHsoYHFtG7B63jP4DYxetD8Gg6mIDRrf++BRJDlW36vvWHWzSss8x7A68F4p5SpgdWT4yVSusmFFYIUVVlhhhRWBFVb/Of4IMABlGDjNvjIG9AAAAABJRU5ErkJggg==)

Абзац размещается следующим образом. Элементы располагаются по строкам. Каждая строка исходно имеет высоту *h* пикселей. В процессе размещения рисунков высота строк может увеличиваться, и строки могут разбиваться рисунками на фрагменты.

![https://contest.yandex.ru/testsys/statement-image?imageId=5393ea5a76f6bdaf30cacf3e3ac660e2367a0d908f7a61b88cee7cc1443b4657](data:image/png;base64,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)

Слова размещаются следующим образом. Считается, что каждый символ имеет ширину c пикселей. Перед каждым словом, кроме первого во фрагменте, ставится пробел шириной также в *c* пикселей. Если слово помещается в текущем фрагменте, то оно размещается на нем. Если слово не помещается в текущем фрагменте, то оно размещается в первом фрагменте текущей строки, расположенном правее текущего, в котором оно помещается. Если такого фрагмента нет, то начинается новая строка, и поиск подходящего фрагмента продолжается в ней. Слово всегда "прижимается" к верхней границе строки.

Размещение рисунка зависит от его расположения относительно текста.

Если расположение рисунка относительно текста установлено в "embedded", то он располагается так же, как слово, за тем исключением, что его ширина равна ширине, указанной в параметрах рисунка. Кроме того, если высота рисунка больше текущей высоты строки, то она увеличивается до высоты рисунка (при этом верхняя граница строки не перемещается, а смещается вниз нижняя граница). Если рисунок типа "embedded" не первый элемент во фрагменте, то перед ним ставится пробел шириной *c* пикселей. Рисунки типа "embedded" также прижимаются к верхней границе строки.

Если расположение рисунка относительно текста установлено в "surrounded", то рисунок размещается следующим образом. Сначала аналогично находится первый фрагмент, в котором рисунок помещается по ширине. При этом перед рисунком этого типа не ставится пробел, даже если это не первый элемент во фрагменте.

После этого рисунок размещается следующим образом: верхний край рисунка совпадает с верхней границей строки, в которой находится найденный фрагмент, а сам рисунок продолжается вниз. При этом строки, через которые он проходит, разбиваются им на фрагменты.

Если расположение рисунка относительно текста установлено в "floating", то рисунок размещается поверх текста и других рисунков и никак с ними не взаимодействует. В этом случае у рисунка есть два дополнительных параметра: "dx" и "dy" — целые числа, задающие смещение в пикселях верхнего левого угла рисунка вправо и вниз, соответственно, относительно позиции, где находится верхний правый угол предыдущего слова или рисунка (или самой левой верхней точки первой строки абзаца, если рисунок — первый элемент абзаца).

Если при размещении рисунка таким образом он выходит за левую границу страницы, то он смещается вправо, так, чтобы его левый край совпадал с левой границей страницы. Аналогично, если рисунок выходит за правую границу страницы, то он смещается влево, чтобы его правый край совпадал с правой границей страницы.

Верхняя граница следующего абзаца совпадает с более низкой точкой из нижней границы последней строки и самой нижней границы рисунков типа "surrounded" предыдущего абзаца.

По заданным *w*, *h*, *c* и документу найдите координаты верхних левых углов всех рисунков в документе.

## Формат ввода

Первая строка входного файла содержит три целых числа: *w*, *h* и *c* (*1 ≤ w ≤ 1000*, *1 ≤ h ≤ 50*, *1 ≤ c ≤ w*).

Далее следует документ. Размер входного файла не превышает 1000 байт. Гарантируется, что ширина любого слова и любого рисунка не превышает *w*. Высота всех рисунков не превышает *1000*. Относительное смещение всех рисунков типа «floating» не превышает *1000* по абсолютной величине.

## Формат вывода

Выведите в выходной файл по два числа для каждого рисунка — координаты его верхнего левого угла. Выводите координаты рисунков в том порядке, в котором они встречаются во входном файле.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 120 10 8  start (image layout=embedded width=12 height=5)  (image layout=surrounded width=25 height=58)  and word is  (image layout=floating dx=18 dy=-15 width=25 height=20)  here new  (image layout=embedded width=20 height=22)  another  (image layout=embedded width=40 height=19)  longword  new paragraph  (image layout=surrounded width=5 height=30)  (image layout=floating width=20 height=35 dx=50 dy=-16) | 48 0  60 0  74 -5  32 20  0 52  104 81  100 65 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1000 2 3 |  |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 100 2 3  (image dx=10 dy=11 height=100 width=20 layout=floating) | 10 11 |

# Часть 2

# A. Минимальный прямоугольник

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

На клетчатой плоскости закрашено K клеток. Требуется найти минимальный по площади прямоугольник, со сторонами, параллельными линиям сетки, покрывающий все закрашенные клетки.

## Формат ввода

Во входном файле, на первой строке, находится число *K* (*1 ≤ K ≤ 100*). На следующих *K* строках находятся пары чисел *Xi* и *Yi* — координаты закрашенных клеток (*|Xi|*, *|Yi| ≤ 109*).

## Формат вывода

Выведите в выходной файл координаты левого нижнего и правого верхнего углов прямоугольника.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 4  1 3  3 1  3 5  6 3 | 1 1 6 5 |

# B. Продавец рыбы

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вася решил заняться торговлей рыбой. С помощью методов машинного обучения он предсказал цены на рыбу на *N* дней вперёд. Он решил, что в один день он купит рыбу, а в один из следующих дней — продаст (то есть совершит или ровно одну покупку и продажу или вообще не совершит покупок и продаж, если это не принесёт ему прибыли). К сожалению, рыба — товар скоропортящийся и разница между номером дня продажи и номером дня покупки не должна превышать *K*.

Определите, какую максимальную прибыль получит Вася.

## Формат ввода

В первой строке входных данных задаются числа *N* и *K* (*1 ≤ N ≤ 10000*, *1 ≤ K ≤ 100*).

Во второй строке задаются цены на рыбу в каждый из *N* дней. Цена — целое число, которое может находится в пределах от 1 до *109*.

## Формат вывода

Выведите одно число — максимальную прибыль, которую получит Вася.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5 2  1 2 3 4 5 | 2 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5 2 5 C. Петя, Маша и верёвочки  |  |  | | --- | --- | | Ограничение времени | 1 секунда | | Ограничение памяти | 512Mb | | Ввод | стандартный ввод или input.txt | | Вывод | стандартный вывод или output.txt |   На столе лежали две одинаковые верёвочки целой положительной длины.  Петя разрезал одну из верёвочек на *N* частей, каждая из которых имеет целую положительную длину, так что на столе стало *N+1* верёвочек. Затем в комнату зашла Маша и взяла одну из лежащих на столе верёвочек. По длинам оставшихся на столе *N* верёвочек определите, какую **наименьшую** длину может иметь верёвочка, взятая Машей. Формат ввода Первая строка входных данных содержит одно целое число *N* — количество верёвочек, оставшихся на столе (*2 ≤ N ≤ 1000*). Во второй строке содержится *N* целых чисел *li* — длины верёвочек (*1 ≤ li ≤ 1000*). Формат вывода Выведите одно целое число — наименьшую длину, которую может иметь верёвочка, взятая Машей. Пример 1  | **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод | | --- | --- | | 4  1 5 2 1 | 1 |  Пример 2  | **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод | | --- | --- | | 4  5 12 4 3 | 24 |  D. Шахматная доска  |  |  | | --- | --- | | Ограничение времени | 1 секунда | | Ограничение памяти | 64Mb | | Ввод | стандартный ввод или input.txt | | Вывод | стандартный вывод или output.txt |   Из шахматной доски по границам клеток выпилили связную (не распадающуюся на части) фигуру без дыр. Требуется определить ее периметр. Формат ввода Сначала вводится число N (1 ≤ N ≤ 64) – количество выпиленных клеток. В следующих N строках вводятся координаты выпиленных клеток, разделенные пробелом (номер строки и столбца – числа от 1 до 8). Каждая выпиленная клетка указывается один раз. Формат вывода Выведите одно число – периметр выпиленной фигуры (сторона клетки равна единице). Пример 1  | **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод | | --- | --- | | 3  1 1  1 2  2 1 | 8 |  Пример 2  | **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод | | --- | --- | | 1  8 8 | 4 |  Примечания 1) Вырезан уголок из трех клеток. Сумма длин его сторон равна 8.  2) Вырезана одна клетка. Ее периметр равен 4. | 0 |

# E. Амбициозная улитка

|  |  |
| --- | --- |
| Ограничение времени | 5 секунд |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Домашний питомец мальчика Васи — улитка Петя. Петя обитает на бесконечном в обе стороны вертикальном столбе, который для удобства можно представить как числовую прямую. Изначально Петя находится в точке 0.

Вася кормит Петю ягодами. У него есть n ягод, каждая в единственном экземпляре. Вася знает, что если утром он даст Пете ягоду с номером i, то поев и набравшись сил, за остаток дня Петя поднимется на ai единиц вверх по столбу, но при этом за ночь, потяжелев, съедет на bi единиц вниз. Параметры различных ягод могут совпадать.

Пете стало интересно, а как оно там, наверху, и Вася взялся ему в этом помочь. Ближайшие n дней он будет кормить Петю ягодами из своего запаса таким образом, чтобы максимальная высота, на которой побывал Петя за эти n дней была максимальной. К сожалению, Вася не умеет программировать, поэтому он попросил вас о помощи. Найдите, максимальную высоту, на которой Петя сможет побывать за эти n дней и в каком порядке Вася должен давать Пете ягоды, чтобы Петя смог её достичь!

## Формат ввода

В первой строке входных данных дано число n (1≤n≤5⋅105) — количество ягод у Васи. В последующих n строках описываются параметры каждой ягоды. В i+1 строке дано два числа ai и bi (0≤ai,bi≤109) — то, насколько поднимется улитка за день после того, как съест i ягоду и насколько опуститься за ночь.

## Формат вывода

В первой строке выходных данных выведите единственное число — максимальную высоту, которую сможет достичь Петя, если Вася будет его кормить оптимальным образом. В следующей строке выведите n различных целых чисел от 1 до n — порядок, в котором Вася должен кормить Петю (i число в строке соответствует номеру ягоды, которую Вася должен дать Пете в i день чтобы Петя смог достичь максимальной высоты).

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  1 5  8 2  4 4 | 10  2 3 1 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  7 6  7 4 | 10  2 1 |

## Примечания

Во втором примере изначально улитка находится на высоте 0. Пусть сначала Петя накормит её второй ягодой, а затем первой. После того как она съест вторую ягоду, за день она поднимется на 7 (и окажется на высоте 7), а за ночь опустится на 4 (и окажется на высоте 3). После того как она съест первую ягоду, за день она поднимется на 7 (и окажется на высоте 10), а за ночь опустится на 6 (и окажется на высоте 4).

Таким образом, максимальная высота, на которой побывает улитка при данном порядке кормления, равна 10. Нетрудно видеть, что если Петя накормит улитку сначала первой ягодой, а затем второй, то максимальная высота, на которой побывает улитка, будет меньше

# F. Колесо Фортуны

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Развлекательный телеканал транслирует шоу «Колесо Фортуны». В процессе игры участники шоу крутят большое колесо, разделенное на сектора. В каждом секторе этого колеса записано число. После того как колесо останавливается, специальная стрелка указывает на один из секторов. Число в этом секторе определяет выигрыш игрока.

Юный участник шоу заметил, что колесо в процессе вращения замедляется из-за того, что стрелка задевает за выступы на колесе, находящиеся между секторами. Если колесо вращается с угловой скоростью *v* градусов в секунду, и стрелка, переходя из сектора *X* к следующему сектору, задевает за очередной выступ, то текущая угловая скорость движения колеса уменьшается на *k* градусов в секунду. При этом если *v ≤ k*, то колесо не может преодолеть препятствие и останавливается. Стрелка в этом случае будет указывать на сектор *X*.

![https://contest.yandex.ru/testsys/statement-image?imageId=0ed8d34b4b95f9faf3c6c711b435feaf710a814143f9cdad9e83074505d16ad5](data:image/png;base64,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)

Юный участник шоу собирается вращать колесо. Зная порядок секторов на колесе, он хочет заставить колесо вращаться с такой начальной скоростью, чтобы после остановки колеса стрелка указала на как можно большее число. Колесо можно вращать в любом направлении и придавать ему начальную угловую скорость от *a* до *b* градусов в секунду.

Требуется написать программу, которая по заданному расположению чисел в секторах, минимальной и максимальной начальной угловой скорости вращения колеса и величине замедления колеса при переходе через границу секторов вычисляет максимальный выигрыш.

## Формат ввода

Первая строка входного файла содержит целое число *n* — количество секторов колеса (*3 ≤ n ≤ 100*).

Вторая строка входного файла содержит *n* положительных целых чисел, каждое из которых не превышает 1000 — числа, записанные в секторах колеса. Числа приведены в порядке следования секторов по часовой стрелке. Изначально стрелка указывает на первое число.

Третья строка содержит три целых числа: *a*, *b* и *k* (*1 ≤ a ≤ b ≤ 109*, *1 ≤ k ≤ 109*).

## Формат вывода

В выходном файле должно содержаться одно целое число — максимальный выигрыш.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  1 2 3 4 5  3 5 2 | 5 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  1 2 3 4 5  15 15 2 | 4 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  5 4 3 2 1  2 5 2 | 5 |

## Примечания

В первом примере возможны следующие варианты: можно придать начальную скорость колесу равную 3 или 4, что приведет к тому, что стрелка преодолеет одну границу между секторами, или придать начальную скорость равную 5, что позволит стрелке преодолеть 2 границы между секторами. В первом варианте, если закрутить колесо в одну сторону, то выигрыш получится равным 2, а если закрутить его в противоположную сторону, то — 5. Во втором варианте, если закрутить колесо в одну сторону, то выигрыш будет равным 3, а если в другую сторону, то — 4.

Во втором примере возможна только одна начальная скорость вращения колеса — 15 градусов в секунду. В этом случае при вращении колеса стрелка преодолеет семь границ между секторами. Тогда если его закрутить в одном направлении, то выигрыш составит 4, а если в противоположном направлении, то — 3.

Наконец, в третьем примере оптимальная начальная скорость вращения колеса равна 2 градусам в секунду. В этом случае стрелка вообще не сможет преодолеть границу между секторами, и выигрыш будет равен 5.

# G. Ни больше ни меньше

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Дан массив целых положительных чисел *a* длины *n*. Разбейте его на **минимально возможное** количество отрезков, чтобы каждое число было не меньше длины отрезка которому оно принадлежит. Длиной отрезка считается количество чисел в нем.

Разбиение массива на отрезки считается корректным, если каждый элемент принадлежит ровно одному отрезку.

## Формат ввода

Первая строка содержит одно целое число *t* *(1 ≤ t ≤ 1 000)* — количество наборов тестовых данных. Затем следуют *t* наборов тестовых данных.

Первая строка набора тестовых данных содержит одно целое число *n* *(1 ≤ n ≤ 105)* — длину массива.

Следующая строка содержит *n* целых чисел *a1, a2, …, an* *(1 ≤ ai ≤ n)* — массив *a*.

Гарантируется, что сумма *n* по всем наборам тестовых данных не превосходит *2 ⋅ 105*.

## Формат вывода

Для каждого набора тестовых данных в первой строке выведите число *k* — количество отрезков в вашем разбиении.

Затем в следующей строке выведите *k* чисел *len1, len2, …, lenk* ![https://contest.yandex.ru/testsys/tex/render/KDEgXGxlcSBsZW5faSBcbGVxIG4sXCBcc3VtXGxpbWl0c197aSA9IDF9XntrfWxlbl9pID0gbik=.png](data:image/png;base64,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) — длины отрезков в порядке слева направо.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  5  1 3 3 3 2  16  1 9 8 7 6 7 8 9 9 9 9 9 9 9 9 9  7  7 2 3 4 3 2 7 | 3  1 2 2  3  1 6 9  3  2 3 2 |

## Примечания

Ответы в примере соответствуют разбиениям:

*{[1], [3, 3], [3, 2]}*

*{[1], [9, 8, 7, 6, 7, 8], [9, 9, 9, 9, 9, 9, 9, 9, 9]}*

*{[7, 2], [3, 4, 3], [2, 7]}*

В первом наборе тестовых данных набор длин *{1, 3, 1}*, соответствующий разбиению *{[1], [3, 3, 3], [2]}*, также был бы корректным.

# H. Наилучший запрет

|  |  |
| --- | --- |
| Ограничение времени | 3 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Константин и Михаил играют в настольную игру «Ярость Эльфов». В игре есть *n* рас и *m* классов персонажей. Каждый персонаж характеризуется своими расой и классом. Для каждой расы и каждого класса существует ровно один персонаж такой расы и такого класса. Сила персонажа *i*-й расы и *j*-го класса равна *ai j*, и обоим игрокам это прекрасно известно.

Сейчас Константин будет выбирать себе персонажа. Перед этим Михаил может запретить одну расу **и** один класс, чтобы Константин не мог выбирать персонажей, у которых такая раса **или** такой класс. Конечно же, Михаил старается, чтобы Константину достался как можно более слабый персонаж, а Константин, напротив, выбирает персонажа посильнее. Какие расу и класс следует запретить Михаилу?

## Формат ввода

Первая строка содержит два целых числа *n* и *m* (*2 ≤ n,m ≤ 1000*) через пробел — количество рас и классов в игре «Ярость Эльфов», соответственно.

В следующих *n* строках содержится по *m* целых чисел через пробел. *j*-е число *i*-й из этих строк — это *ai j* (*1 ≤ ai j ≤ 109*).

## Формат вывода

В единственной строке выведите два целых числа через пробел — номер расы и номер класса, которые следует запретить Михаилу. Расы и классы нумеруются с единицы. Если есть несколько возможных ответов, выведите любой из них.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2 2  1 2  3 4 | 2 2 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3 4  1 3 5 7  9 11 2 4  6 8 10 12 | 3 2 |

I. Пираты Баренцева моря

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вася играет в настольную игру «Пираты Баренцева моря», которая посвящена морским битвам. Игровое поле представляет собой квадрат из N×N клеток, на котором расположено N кораблей (каждый корабль занимает одну клетку).

Вася решил воспользоваться линейной тактикой, для этого ему необходимо выстроить все N кораблей в одном столбце. За один ход можно передвинуть один корабль в одну из четырёх соседних по стороне клеток. Номер столбца, в котором будут выстроены корабли, не важен. Определите минимальное количество ходов, необходимых для построения кораблей в одном столбце. В начале и процессе игры никакие два корабля не могут находиться в одной клетке.

Формат ввода

В первой строке входных данных задаётся число N (1≤N≤100).

В каждой из следующих N строк задаются координаты корабля: сначала номер строки, затем номер столбца (нумерация начинается с единицы).

Формат вывода

Выведите одно число — минимальное количество ходов, необходимое для построения.

Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  1 2  3 3  1 1 | 3 |

Примечания

В примере необходимо выстроить корабли в столбце номер 2. Для этого необходимо переставить корабль из клетки 3 3 в клетку 3 2 за один ход, а корабль из клетки 1 1 в клетку 2 2 за два хода. Существуют и другие варианты перестановки кораблей, однако ни в одном из них нет меньше трёх ходов.

# J. Два прямоугольника

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Недавно один известный художник-абстракционист произвел на свет новый шедевр — картину «Два черных непересекающихся прямоугольника». Картина представляет собой прямоугольник *m× n*, разбитый на квадраты *1× 1*, некоторые из которых закрашены любимым цветом автора — черным. Федя — не любитель абстрактных картин, однако ему стало интересно, действительно ли на картине изображены два непересекающихся прямоугольника. Помогите ему это узнать. Прямоугольники не пересекаются в том смысле, что они не имеют общих клеток.

## Формат ввода

Первая строка входного файла содержит числа *m* и *n* (*1 ≤ m, n ≤ 200*). Следующие *m* строк содержат описание рисунка. Каждая строка содержит ровно *n* символов. Символ «.» обозначает пустой квадрат, а символ «#» — закрашенный.

## Формат вывода

Если рисунок можно представить как два непересекающихся прямоугольника, выведите в первой строке «YES», а в следующих *m* строках выведите рисунок в том же виде, в каком он задан во входном файле, заменив квадраты, соответствующие первому прямоугольнику на символ «a», а второму — на символ «b». Если решений несколько, выведите любое.

Если же этого сделать нельзя, выведите в выходной файл «NO».

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2 1  #  . | NO |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2 2  ..  ## | YES  ..  ab |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1 3  ### | YES  abb |

### Пример 4

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1 5  ####. | YES  abbb. |

# Часть 3

# A. Плейлисты

|  |  |
| --- | --- |
| Ограничение времени | 1.5 секунд |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Костя успешно прошел собеседование и попал на стажировку в отдел разработки сервиса «Музыка».

Конкретно ему поручили такое задание — научиться подбирать плейлист для группы друзей, родственников или коллег. При этом нужно подобрать такой плейлист, в который входят исключительно нравящиеся всем членам группы песни.

Костя очень хотел выполнить это задание быстро и качественно, но у него не получается. Помогите ему написать программу, которая составляет плейлист для группы людей.

## Формат ввода

В первой строке расположено одно натуральное число n(1≤n≤2⋅105), где n – количество человек в группе.

В следующих 2⋅n строках идет описание любимых плейлистов членов группы. По 2 строки на каждого участника.

В первой из этих 2-х строк расположено число ki — количество любимых треков i-го члена группы. В следующей строке расположено ki строк через пробел — названия любимых треков i-го участника группы.

Каждый трек в плейлисте задан в виде строки, все строки уникальны, сумма длин строк не превосходит 2⋅106. Строки содержат большие и маленькие латинские буквы и цифры.

## Формат вывода

Выведите количество, а затем сам список песен через пробел — список треков, которые нравятся каждому участнику группы. Ответ необходимо **отсортировать**в лексикографическом порядке!

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1  2  GoGetIt Life | 2  GoGetIt Life |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  2  Love Life  2  Life GoodDay | 1  Life |

# B. Анаграмма?

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Задано две строки, нужно проверить, является ли одна анаграммой другой. Анаграммой называется строка, полученная из другой перестановкой букв.

## Формат ввода

Строки состоят из строчных латинских букв, их длина не превосходит 100000. Каждая записана в отдельной строке.

## Формат вывода

Выведите "YES" если одна из строк является анаграммой другой и "NO" в противном случае.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| dusty  study | YES |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| Rat  Bat | NO |

# C. Удаление чисел

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Дан массив a из n чисел. Найдите минимальное количество чисел, после удаления которых попарная разность оставшихся чисел по модулю не будет превышать 1, то есть после удаления ни одно число не должно отличаться от какого-либо другого более чем на 1.

## Формат ввода

Первая строка содержит одно целое число n (1≤n≤2⋅105) — количество элементов массива a.

Вторая строка содержит n целых чисел a1,a2,…,an (0≤ai≤105) — элементы массива a.

## Формат вывода

Выведите одно число — ответ на задачу.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  1 2 3 4 5 | 3 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 10  1 1 2 3 5 5 2 2 1 5 | 4 |

# D. Повторяющееся число

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вам дана последовательность измерений некоторой величины. Требуется определить, повторялась ли какое-либо число, причём расстояние между повторами не превосходило *k*.

## Формат ввода

В первой строке задаются два числа *n* и *k* (*1 ≤ n, k ≤ 105*).

Во второй строке задаются *n* чисел, по модулю не превосходящих *109*.

## Формат вывода

Выведите YES, если найдется повторяющееся число и расстояние между повторами не превосходит *k* и NO в противном случае.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 4 2  1 2 3 1 | NO |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 4 1  1 0 1 1 | YES |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 6 2  1 2 3 1 2 3 | NO |

# E. Два из трех

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вам даны три списка чисел. Найдите все числа, которые встречаются хотя бы в двух из трёх списков.

## Формат ввода

Во входных данных описывается три списка чисел. Первая строка каждого описания списка состоит из длины списка *n* (*1 ≤ n ≤ 1000*). Вторая строка описания содержит список натуральных чисел, записанных через пробел. Числа не превосходят *109*.

## Формат вывода

Выведите все числа, которые содержатся хотя бы в двух списках из трёх, в порядке возрастания. Обратите внимание, что каждое число необходимо выводить только один раз.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  3 1  2  1 3  2  1 2 | 1 3 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  1 2 2  3  3 4 3  1  5 |  |

# F. Замена слов

|  |  |
| --- | --- |
| Ограничение времени | 1 секунда |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

С целью экономии чернил в картридже принтера было принято решение укоротить некоторые слова в тексте. Для этого был составлен словарь слов, до которых можно сокращать более длинные слова. Слово из текста можно сократить, если в словаре найдется слово, являющееся началом слова из текста. Например, если в списке есть слово "лом", то слова из текста "ломбард", "ломоносов" и другие слова, начинающиеся на "лом", можно сократить до "лом".

Если слово из текста можно сократить до нескольких слов из словаря, то следует сокращать его до самого короткого слова.

## Формат ввода

В первой строке через пробел вводятся слова из словаря, слова состоят из маленьких латинских букв. Гарантируется, что словарь не пуст и количество слов в словаре не превышет 1000, а длина слов — 100 символов.

Во второй строке через пробел вводятся слова текста (они также состоят только из маленьких латинских букв). Количество слов в тексте не превосходит *105*, а суммарное количество букв в них — *106*.

## Формат вывода

Выведите текст, в котором осуществлены замены.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| a b  abdafb basrt casds dsasa a | a b casds dsasa a |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| aa bc aaa  a aa aaa bcd abcd | a aa aa bc abcd |

# G. Построить квадрат

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Задано множество, состоящее из *N* различных точек на плоскости. Координаты всех точек — целые числа. Определите, какое минимальное количество точек нужно добавить во множество, чтобы нашлось четыре точки, лежащие в вершинах квадрата.

## Формат ввода

В первой строке вводится число *N* (*1 ≤ N ≤ 2000*) — количество точек.

В следующих *N* строках вводится по два числа *xi*, *yi* (*-108 ≤ xi, yi ≤ 108*) — координаты точек.

## Формат вывода

В первой строке выведите число *K* — минимальное количество точек, которые нужно добавить во множество.

В следующих *K* строках выведите координаты добавленных точек *xi*, *yi* через пробел. Координаты должны быть целыми и не превышать *109* по модулю.

Если решений несколько — выведите любое из них.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2  0 1  1 0 | 2  0 0  1 1 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  0 2  2 0  2 2 | 1  0 0 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 4  -1 1  1 1  -1 -1  1 -1 | 0 |

# H. Спички детям не игрушка!

|  |  |
| --- | --- |
| Ограничение времени | 3 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Вася любит решать головоломки со спичками. Чаще всего они формулируется следующим образом: дано изображение *A*, составленное из спичек; переложите в нем минимальное количество спичек так, чтобы получилось изображение *B*.

Например, из номера текущего командного чемпионата школьников Санкт-Петербурга по программированию, можно получить ромб с диагональю, переложив всего три спички.

![https://contest.yandex.ru/testsys/statement-image?imageId=19e8753f7af3e8177364a572d3f003010c7aebc5ad2417c8bf27b39b5ddc2437](data:image/png;base64,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)

Головоломки, которые решает Вася, всегда имеют решение. Это значит, что набор спичек, используемый в изображении *A*, совпадает с набором спичек, используемым в изображении *B*. Кроме того, в одном изображении никогда не встречаются две спички, у которых есть общий участок ненулевой длины (то есть спички могут пересекаться, но не могут накладываться друг на друга).

Вася устал решать головоломки вручную, и теперь он просит вас написать, программу, которая будет решать головоломки за него. Программа будет получать описания изображений *A* и *B* и должна найти минимальное количество спичек, которые надо переложить в изображении *A*, чтобы полученная картинка получалась из *B* параллельным переносом.

## Формат ввода

В первой строке входного файла содержится целое число *n* — количество спичек в каждом из изображений (*1 ≤ n ≤ 1000*).

В следующих *n* строках записаны координаты концов спичек на изображении *A*. Спичка номер *i* описывается целыми числами *x1i*, *y1i*, *x2i*, *y2i* — координатами ее концов. Следующие *n* строк содержат описание изображения *B* в таком же формате. Набор длин этих спичек совпадает с набором длин спичек с изображения *A*.

Все координаты по абсолютной величине не превосходят *104*. Все спички имеют ненулевую длину, то есть *x1i ≠ x2i* или *y1i ≠ y2i*.

## Формат вывода

Выведите в выходной файл минимальное количество спичек, которые следует переложить, чтобы изображение *A* совпало с изображением *B*, с точностью до параллельного переноса.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  0 0 1 2  1 0 0 2  2 0 2 2  4 0 3 2  4 0 5 2  9 -1 10 1  10 1 9 3  8 1 10 1  8 1 9 -1  8 1 9 3 | 3 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1  3 4 7 9  -1 3 3 8 | 0 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1  -4 5 2 -3  -12 4 -2 4 | 1 |

# I. Играйте в футбол!

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Ася Вуткина — известный футбольный комментатор. Будучи профессионалом своего дела, Ася тщательно следит за всеми матчами всех европейских чемпионатов.

Благодаря накопленной информации, Ася может во время трансляции матча сообщить какую-нибудь интересную статистику, например: «Индзаги третий матч подряд забивает гол на 9-й минуте» или «Матерацци никогда не открывает счет в матче».

Но мозг Аси не безграничен, а помнить всю историю футбола просто невозможно. Поэтому Ася попросила вас написать программу, которая собирает статистику матчей и умеет отвечать на некоторые запросы, касающиеся истории футбола.

Информация о матче сообщается программе в следующей форме:

"<Название 1-й команды>" - "<Название 2-й команды>" <Счет 1-й команды>:<Счет 2-й команды>

<Автор 1-го забитого мяча 1-й команды> <Минута, на которой был забит мяч>'

<Автор 2-го забитого мяча 1-й команды> <Минута, на которой был забит мяч>'

...

<Автор последнего забитого мяча 1-й команды> <Минута, на которой был забит мяч>'

<Автор 1-го забитого мяча 2-й команды> <Минута, на которой был забит мяч>'

...

<Автор последнего забитого мяча 2-й команды> <Минута, на которой был забит мяч>'

Запросы к программе бывают следующих видов:  
  
Total goals for <Название команды>

— количество голов, забитое данной командой за все матчи.

Mean goals per game for <Название команды>

— среднее количество голов, забиваемое данной командой за один матч. Гарантирутся, что к моменту подачи такого запроса команда уже сыграла хотя бы один матч.

Total goals by <Имя игрока>

— количество голов, забитое данным игроком за все матчи.

Mean goals per game by <Имя игрока>

— среднее количество голов, забиваемое данным игроком за один матч его команды.

Гарантирутся, что к моменту подачи такого запроса игрок уже забил хотя бы один гол.

Goals on minute <Минута> by <Имя игрока>

— количество голов, забитых данным игроком ровно на указанной минуте матча.

Goals on first <T> minutes by <Имя игрока>

— количество голов, забитых данным игроком на минутах с первой по *T*-ю включительно.

Goals on last <T> minutes by <Имя игрока>

— количество голов, забитых данным игроком на минутах с *(91 - T)*-й по 90-ю включительно.

Score opens by <Название команды>

— сколько раз данная команда открывала счет в матче.

Score opens by <Имя игрока>

— сколько раз данный игрок открывал счет в матче.

## Формат ввода

Входной файл содержит информацию о матчах и запросы в том порядке, в котором они поступают в программу Аси Вуткиной.

Во входном файле содержится информация не более чем о 100 матчах, в каждом из которых забито не более 10 голов. Всего в чемпионате участвует не более 20 команд, в каждой команде не более 10 игроков забивают голы.

Все названия команд и имена игроков состоят только из прописных и строчных латинских букв и пробелов, а их длина не превышает 30. Прописные и строчные буквы считаются различными. Имена и названия не начинаются и не оканчиваются пробелами и не содержат двух пробелов подряд. Каждое имя и название содержит хотя бы одну букву.

Минута, на которой забит гол — целое число от 1 до 90 (про голы, забитые в дополнительное время, принято говорить, что они забиты на 90-й минуте).

Для простоты будем считать, что голов в собственные ворота в европейских чемпионатах не забивают, и на одной минуте матча может быть забито не более одного гола (в том числе на 90-й). Во время чемпионата игроки не переходят из одного клуба в другой.

Количество запросов во входном файле не превышает 500.

## Формат вывода

Для каждого запроса во входном файле выведите ответ на этот запрос в отдельной строке. Ответы на запросы, подразумевающие нецелочисленный ответ, должны быть верны с точностью до трех знаков после запятой.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| "Juventus" - "Milan" 3:1  Inzaghi 45'  Del Piero 67'  Del Piero 90'  Shevchenko 34'  Total goals for "Juventus"  Total goals by Pagliuca  Mean goals per game by Inzaghi  "Juventus" - "Lazio" 0:0  Mean goals per game by Inzaghi  Mean goals per game by Shevchenko  Score opens by Inzaghi | 3  0  1.0  0.5  1.0  0 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| Total goals by Arshavin | 0 |

# J. P2P обновление

|  |  |
| --- | --- |
| Ограничение времени | 15 секунд |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

В системе умного дома под управлением голосового помощника Лариса *n* устройств, соединяющихся между собой по сети LoRaWAN. Устройство номер 1 подключено к интернету и на него было скачано обновление, которое необходимо передать на все устройства.

Сеть LoRaWAN очень медленная, поэтому для распространения протокола был придуман peer-to-peer (P2P) протокол. Файл обновления разбивается на *k* одинаковых по размеру частей, занумерованных от 1 до *k*.

Передача части обновления происходит во время таймслотов. Каждый таймслот занимает одну минуту. За один таймслот каждое устройство может получить и передать ровно одну часть обновления. То есть устройство во время таймслота может получать новую часть обновления и передавать уже имеющуюуся у него к началу таймслота часть обновления, или совершать только одно из этих действий, или вообще не осуществлять прием или передачу. После приема части обновления устройство может передавать эту часть обновления другим устройствам в следующих таймслотах.

Перед каждым таймслотом для каждой части обновления определяется, на скольких устройствах сети скачана эта часть. Каждое устройство выбирает отсутствующую на нем часть обновления, которая встречается в сети реже всего. Если таких частей несколько, то выбирается отсутствующая на устройстве часть обновления с наименьшим номером.

После этого устройство делает запрос выбранной части обновления у одного из устройств, на котором такая часть обновления уже скачана. Если таких устройств несколько — выбирается устройство, на котором скачано наименьшее количество частей обновления. Если и таких устройств оказалось несколько — выбирается устройство с минимальным номером.

После того, как все запросы отправлены, каждое устройство выбирает, чей запрос удовлетворить. Устройство *A* удовлетворяет тот запрос, который поступил от наиболее ценного для *A* устройства. Ценность устройства *B* для устройства *A* определяется как количество частей обновления, ранее полученных устройством *A* от устройства *B*. Если на устройство *A* пришло несколько запросов от одинаково ценных устройств, то удовлетворяется запрос того устройства, на котором меньше всего скачанных частей обновления. Если и таких запросов несколько, то среди них выбирается устройство с наименьшим номером.

Далее начинается новый таймслот. Устройства, чьи запросы удовлетворены, скачивают запрошенную часть обновления, а остальные не скачивают ничего.

Для каждого устройства определите, сколько таймслотов понадобится для скачивания всех частей обновления.

## Формат ввода

Вводится два числа *n* и *k* (*2 ≤ n ≤ 100*, *1 ≤ k ≤ 200*).

## Формат вывода

Выведите *n-1* число — количество таймслотов, необходимых для скачивания обновления на устройства с номерами от 2 до *n*.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3 2 | 3 3 |

## Примечания

Для удобства будем пользоваться обозначениями устройств буквами A, B, C (соответствует устройствам с номерами 1, 2 и 3). На устройстве A есть обе части обновления, а на устройствах B и C — ни одной.

Перед первым таймслотом для каждой части определяется количество устройств, на которых скачана каждая часть обновления: и 1 и 2 часть обновления присутствуют только на одном устройстве.

Устройства B и C выбирают самую редкую отсутствующую у них часть обновления с минимальным номером: самая редкая часть с минимальным номером — это часть 1. Она отсутствует и на устройстве B, и на устройстве С. Они запрашивают ее у устройства A. Ценность устройств B и C для устройства A равна нулю. Количество имеющихся у устройств B и C частей обновления одинакова и равно нулю. Поэтому устройство A выбирает устройство с минимальным номером (B). Во время первого таймслота выполняется передача части 1 с устройства A на устройство B. Ценность устройства A для устройства B становится равной 1.

Перед вторым таймслотом для каждой части определяется количество устройств, на которых скачана каждая часть обновления: самой редкой оказывается часть 2 (присутствует только на устройстве A), следующая по редкости часть 1 (присутствует на устройствах A и B).

Устройства B и C выбирают среди отсутствующих у них частей обновления самую редкую: для обоих устройств выбирается часть 2. Каждое из них делает запрос части 2 у единственного обладателя этой части — устройства A. Ценность устройств B и C для устройства A одинакова и равна нулю. Количество имеющихся у устройства C частей (0) меньше, чем у устройства B (1), поэтому выбирается устройство C. Во время второго таймслота выполняется передача части 2 с устройства A на устройство C. Ценность устройства A для устройства C становится равной 1.

Перед третьим таймслотом для каждой части определяется количество устройств, на которых скачана каждая часть обновления: обе части 1 и 2 присутствуют на двух устройствах (часть 1 на устройствах A и B, часть 2 — на устройствах A и C)

Устройство B может сделать запрос недостающей части 2 у обладающей ей устройств A и C, но выбирает устройство C, т.к. на устройстве C скачано меньше частей (1), чем у устройства A (2).

Устройство C может сделать запрос недостающей части 1 у обладающей ей устройств A и B, но выбирает устройство B, т.к. на устройстве B скачано меньше частей (1), чем у устройства A (2).

Во время третьего таймслота оба запроса оказываются единственными запросами у устройств B и C и удовлетворяются. Часть 2 передается с устройства C на устройство B. Часть 1 передается с устройства B на устройство C. Ценность устройства B для устройства C становится равной 1. Ценность устройства C для устройства B становится равной 1.

Все части обновления оказываются на всех устройствах и на этом обновление заканчивается.

# Часть 4

# A. Быстрый поиск в массиве

|  |  |
| --- | --- |
| Ограничение времени | 3 секунды |
| Ограничение памяти | 64Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Дан массив из N целых чисел. Все числа от −109 до 109.

Нужно уметь отвечать на запросы вида “Cколько чисел имеют значения отL доR?”.

## Формат ввода

Число N (1≤N≤105). Далее N целых чисел.

Затем число запросов K (1≤K≤105).

Далее K пар чисел L,R (−109≤L≤R≤109) — собственно запросы.

## Формат вывода

Выведите K чисел — ответы на запросы.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5  10 1 10 3 4  4  1 10  2 9  3 4  2 2 | 5 2 2 0 |

# B. Одномерный морской бой

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Поле в игре в одномерный морской бой имеет размеры 1×n. Ваша задача — найти такое максимальное k, что на поле можно расставить один корабль размера 1×k, два корабля размера 1×(k−1), …, k кораблей размера 1×1, причем корабли, как и в обычном морском бое, не должны касаться друг друга и пересекаться.

## Формат ввода

В единственной строке входных данных дано число n — количество клеток поля (0≤n≤1018).

## Формат вывода

Выведите единственное число — такое максимальное k, что можно расставить корабли, как описано в условии.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 7 | 2 |

## Примечания

Пояснение к примеру: для поля 1×7 ответ равен 2. Расставить один корабль размера 1×2 и два корабля размера 1×1 можно следующим образом:
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# C. Саруман

|  |  |
| --- | --- |
| Ограничение времени | 4 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Как известно, Саруман Радужный очень любит порядок. Поэтому все полки его войска стоят друг за другом, причем каждый следующий полк содержит количество орков не меньше, чем предыдущий.

Перед тем как напасть на Хельмову Падь, Саруман решил провести несколько вылазок для разведки. Чтобы его отряды никто не заметил, он решил каждый раз отправлять несколько подряд идущих полков так, чтобы суммарное количество орков в них было равно определенному числу. Так как это всего лишь разведка, каждый полк после вылазки возвращается на свое место. Задачу выбрать нужные полки он поручил Гриме Змеиному Языку. А Грима не поскупится на вознаграждение, если вы ему поможете.

## Формат ввода

В первой строке входного файла находится два целых числа: *n* (*1 ≤ n ≤ 2⋅105*) — количество полков и *m* (*1 ≤ m ≤ 2⋅105*) – количество предстоящих вылазок.

В следующей строке записано *n* чисел *ai*, где *ai* — число орков в *i*-ом полке (*1 ≤ ai ≤ 109, ai ≤ ai+1*).

Далее в *m* строках записаны запросы вида: количество полков *l* (*1 ≤ l ≤ n*), которые должны будут отправиться в эту вылазку, и суммарное количество орков в этих полках *s* (*1 ≤ s ≤ 2⋅1016*)

## Формат вывода

Для каждого запроса выведите номер полка, с которого начнутся те *l*, которые необходимо отправить на вылазку. Если таких полков несколько, выведите любой. Если же так выбрать полки нельзя, выведите *-1*.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5 2  1 3 5 7 9  2 4  1 3 | 1  2 |

# D. Рапорт

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Верс нужно подготовить рапорт о последнем боевом вылете. Она уже сочинила в голове текст, осталось лишь его записать. Рапорт будет состоять из двух частей: первая будет содержать n слов, i-е из которых состоит из ai букв, вторая — m слов, j-е из которых состоит из bj букв. Язык Крии не содержит никаких знаков препинания. Верс должна записать рапорт на клетчатом рулоне бумаги, шириной w клеток. Так как рапорт состоит из двух частей, она разделит вертикальной чертой рулон на две части целой ширины, после чего в левой части напишет первую часть, а в правой — вторую.

Обе части рапорта записываются аналогично, каждая на своей части рулона. Одна буква слова занимает ровно одну клетку. Первое слово записывается в первой строке рулона, начиная с самой левой клетки этой части рулона. Каждое следующее слово, если это возможно, должно быть записано в той же строке, что и предыдущее, и быть отделено от него ровно одной пустой клеткой. Иначе, оно пишется в следующей строке, начиная с самой левой клетки. Если ширина части рулона меньше, чем длина какого-то слова, которое должно быть написано в этой части, написать эту часть рапорта на части рулона такой ширины невозможно.

Гарантируется, что можно провести вертикальную черту так, что обе части рапорта возможно написать. Верс хочет провести вертикальную черту так, чтобы длина рулона, которой хватит, чтобы написать рапорт, была минимальна. Помогите ей найти эту минимальную длину.

## Формат ввода

В первой строке даны три целых числа w, n и m — ширина рулона, количество слов в первой и второй части рапорта (1≤w≤109; 1≤n,m≤100000).

В следующей строке дано n целых чисел ai — длина i-го слова первой части рапорта 1≤ai≤109.

В следующей строке дано m целых чисел bj — длина j-го слова второй части рапорта 1≤bj≤109.

Гарантируется, что возможно провести черту так, что обе части рапорта возможно написать.

## Формат вывода

В единственной строке выведите одно целое число — минимальную длину рулона, которой достаточно, чтобы написать рапорт.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 15 6 6  2 2 2 3 2 2  3 3 5 2 4 3 | 3 |

## Примечания

В тесте из примера рулон можно разделить на две части, проведя черту между 7 и 8 столбцом клеток, а затем записать по два слова в каждой строке в обеих частях рапорта.

# E. Нумерация дробей

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Георг Кантор доказал, что множество всех рациональных чисел счетно (т.е. все рациональные числа можно пронумеровать).

Чтобы упорядочить дроби необходимо их положить в таблицу, как показано на рисунке. В строку с номером *i* этой матрицы по порядку записаны дроби с числителем *i*, а в столбец с номером *j* дроби с знаменателем *j*.
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Вам требуется по числу *n* найти числитель и знаменатель *n*-ой дроби.

## Формат ввода

Во входном файле дано число *n* (*1 ≤ n ≤ 1018*) — порядковый номер дроби в последовательности.

## Формат вывода

В выходной файл требуется вывести через символ / два числа: числитель и знаменатель соответствующей дроби.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 1 | 1/1 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 6 | 3/1 |

### Пример 3

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 2 | 2/1 |

# F. Велодорожки

|  |  |
| --- | --- |
| Ограничение времени | 4 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Мэр одного города очень любит следить за тенденциями и воспроизводить их в своём городе. До него дошла новость о популярности велодорожек. Теперь он хочет проложить велодорожки в своём городе и сделать это лучше, чем в других городах! Поэтому он решил сделать велодорожки даже на главной площади города.

Главная площадь представляет собой прямоугольник шириной w и высотой h, замощённый квадратными плитками со стороной 1. Мэр хочет, чтобы было проложено две велодорожки **одинаковой ширины**: одна горизонтальная и одна вертикальная. К сожалению, ремонт на площади проводился достаточно давно и на некоторых плитках уже появились трещины. Мэр хочет проложить велодорожки так, чтобы после этого на площади остались только целые плитки. При строительстве велодорожек плитки на их месте убираются. Можно только убирать плитки с площади и нельзя менять местами или добавлять новые. Чтобы потратить меньше денег, мэр хочет сделать велодорожки наименьшей возможной ширины, при этом ширина дорожек должна быть целым числом. Определите, какой должна быть ширина велодорожек.

## Формат ввода

В первой строке входных данных содержатся три целых числа w,h,n (1≤w,h≤109, 1≤n≤min(w×h,3⋅105))  — ширина и высота площади и количество потрескавшихся плиток соответственно.

В следующих n строках содержится по 2 целых числа xi,yi (1≤xi≤w, 1≤yi≤h)  — координаты потрескавшихся плиток. (xi,yi)≠(xj,yj) при i≠j.

## Формат вывода

Выведите единственное число c (1≤c≤min(w,h))  — наименьшую возможную ширину велодорожек.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 5 6 5  5 4  2 6  4 1  2 3  1 4 | 3 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 4 3 4  1 1  4 3  4 1  1 3 | 3 |

## Примечания

Ниже приведены картинки к примерам из условия. Серым отмечены потрескавшиеся плитки. Во втором примере ширина дорожек равна меньшей из сторон прямоугольника.
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# G. Новый офис плюса

|  |  |
| --- | --- |
| Ограничение времени | 5 секунд |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

Сервис Тындекс.Плюс так быстро растет, что для сотрудников и серверов потребовалось потребовалось построить новый офис.

Участок под застройку представляет из себя клетчатое поле n×m, часть клеток которого пригодна для строительства, а часть нет.

Новый офис должен выглядеть как знак "плюс"какого-то целого положительного размера k. Знак "плюс"размера k  — это такая клетчатая фигура, состоящая из пяти квадратов k×k клеток, при этом есть один центральный квадрат, а остальные четыре являются его соседями по стороне.

Новый офис должен быть как можно больше, поэтому необходимо найти максимальное k, такое что офис удастся разместить на участке под застройку.

Определите максимальное k. Гарантируется, что он можно построить офис хотя бы с k=1.

## Формат ввода

В первой строке задано два целых числа n и m (1≤n,m≤2000) — длина и ширина участка под застройку.

В каждой из последующих n строк задана строка, состоящая из m символов, j-й символ в i-й строке равен #, если клетка с координатами (i,j) пригодна для строительства и . иначе.

## Формат вывода

Выведите одно целое положительное число — максимально возможное k.

### Пример 1

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 9 12  ...##.###...  ...##.###...  .########...  .###########  ...#########  ...#########  ......###...  ......###...  ......###... | 3 |

### Пример 2

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 6 6  .##...  .##...  ######  ######  .##...  .##... | 1 |

## Примечания

В первом тесте из примера можно выбрать плюс с k=3. Этот плюс выглядит следующим образом:

...###...

...###...

...###...

#########

#########

#########

...###...

...###...

...###...

# H. Выборы

|  |  |
| --- | --- |
| Ограничение времени | 3 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

В одной демократической стране приближаются парламентские выборы. Выборы проходят по следующей схеме: каждый житель страны, достигший восемнадцатилетнего возраста, отдает свой голос за одну из политических партий. После этого партия, которая набрала максимальное количество голосов, считается победившей на выборах и формирует правительство. Если несколько партий набрали одинаковое максимальное количество голосов, то они должны сформировать коалиционное правительство, что обычно приводит к длительным переговорам.

Один бизнесмен решил выгодно вложить свои средства и собрался поддержать на выборах некоторые партии. В результате поддержки он планирует добиться победы одной из этих партий, которая затем сформирует правительство, которое будет действовать в его интересах. При этом возможность формирования коалиционного правительства его не устраивает, поэтому он планирует добиться строгой победы одной из партий.

Чтобы повлиять на исход выборов, бизнесмен собирается выделить деньги на агитационную работу среди жителей страны. Исследование рынка показало, что для того, чтобы один житель сменил свои политические воззрения, требуется потратить одну условную единицу. Кроме того, чтобы i-я партия в случае победы сформировала правительство, которое будет действовать в интересах бизнесмена, необходимо дать лидеру этой партии взятку в размере pi условных единиц. При этом некоторые партии оказались идеологически устойчивыми и не согласны на сотрудничество с бизнесменом ни за какие деньги.

По результатам последних опросов известно, сколько граждан планируют проголосовать за каждую партию перед началом агитационной компании. Помогите бизнесмену выбрать, какую партию следует подкупить, и какое количество граждан придется убедить сменить свои политические воззрения, чтобы выбранная партия победила, учитывая, что бизнесмен хочет потратить на всю операцию минимальное количество денег.

## Формат ввода

В первой строке вводится целое число n – количество партий (*1 ≤ n ≤ 105*). Следующие n строк описывают партии. Каждая из этих строк содержит по два целых числа: *vi* – количество жителей, которые собираются проголосовать за эту партию перед началом агитационной компании, и *pi* – взятка, которую необходимо дать лидеру партии для того, чтобы сформированное ей в случае победы правительство действовало в интересах бизнесмена (*1 ≤ vi ≤ 106*, *1 ≤ pi ≤ 106* или *pi* = -1). Если партия является идеологически устойчивой, то *pi* равно -1. Гарантируется, что хотя бы одно *pi* не равно -1.

## Формат вывода

В первой строке выведите минимальную сумму, которую придется потратить бизнесмену. Во второй строке выведите номер партии, лидеру которой следует дать взятку. В третьей строке выведите n целых чисел – количество голосов, которые будут отданы за каждую из партий после осуществления операции. Если оптимальных решений несколько, выведите любое.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 3  7 -1  2 8  1 2 | 6  3  3 2 5 |

# I. Лапта

|  |  |
| --- | --- |
| Ограничение времени | 3 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

При игре в лапту одна команда ловит мяч и пытается осалить им бегущего. Игрок другой команды должен, перед тем как бежать, ударить мяч в поле. Известно, на какое максимальное расстояние он может ударить, а также скорости и начальные координаты игроков другой команды. Требуется выбрать направление и силу удара так, чтобы минимальное время, которое потребуется другой команде, чтобы поднять мяч с земли, было наибольшим. (Пока мяч летит, игроки стоят на местах).

## Формат ввода

В первой строке записаны два числа: *D* — максимальное расстояние удара и *N* — количество соперников на поле (*D* и *N* натуральные числа, *D* ≤ 1000, *N* ≤ 200). В следующих *N* строках записаны по три числа – начальные координаты *xi* и *yi* и максимальная скорость *vi* соответствующего игрока (скорости и координаты — целые числа, *–1000 ≤ xi ≤ 1000*, *0 ≤ yi ≤ 1000*, *0 < vi ≤ 1000*), никакие два игрока не находятся изначально в одной точке. Игрок, бьющий мяч, находится в точке с координатами (0, 0). Мяч выбивается в точку с неотрицательной ординатой (*y ≥ 0*).

## Формат вывода

В выходной файл выведите сначала время, которое потребуется игрокам, чтобы добежать до мяча, а затем координаты точки, в которую нужно выбить мяч. Если таких точек несколько, выведите координаты любой из них. Время и координаты нужно вывести с точностью *10–3*.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 10 2  1 1 1  -1 1 1 | 9.05539  0.00000 10.00000 |

# J. Дождик

|  |  |
| --- | --- |
| Ограничение времени | 2 секунды |
| Ограничение памяти | 256Mb |
| Ввод | стандартный ввод или input.txt |
| Вывод | стандартный вывод или output.txt |

В НИИ метеорологии решили изучить процесс образования водоемов на различных рельефах местности во время дождя. Ввиду сложности реальной задачи была создана двумерная модель, в которой местность имеет только два измерения — высоту и длину. В этой модели рельеф местности можно представить как N-звенную ломаную c вершинами (*x0*, *y0*), ..., (*xN*, *yN*), где *x0* < *x1* < ... < *xN* и *yi ≠ yj*, для любых *i ≠ j*. Слева в точке *x0* и справа в точке *xN* рельеф ограничен вертикальными горами огромной высоты.

Если бы рельеф был горизонтальным, то после дождя вся местность покрылась бы слоем воды глубины *H*. Но поскольку рельеф — это ломаная, то вода стекает и скапливается в углублениях, образуя водоемы.

Требуется найти максимальную глубину в образовавшихся после дождя водоемах.
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## Формат ввода

В первой строке расположены натуральное число *N* (*1 ≤ N ≤ 100*) и *H* — действительное число, заданное с тремя цифрами после десятичной точки (*0 ≤ H ≤ 109*). В последующих *N + 1* строках — по два целых числа *xi*, *yi* (*-10000 ≤ xi, yi ≤ 10000*).

Числа в строках разделены пробелами.

## Формат вывода

Выведите единственное число — искомую глубину с точностью *10-4*.

## Пример

| **Ввод**  Скопировать ввод | **Вывод**  Скопировать вывод |
| --- | --- |
| 7 7.000  -5 10  -3 4  -1 6  1 –4  4 17  5 3  9 5  12 15 | 15.8446 |